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## CHAPTER 1 - ELEMENTS OF WHAT


#### Abstract

WHAT is a symbolic assembly program designed to permit the use of G-20 machine code within an ALGOL program, in order to achieve efficiencies and/or capabilities unavailable in ALGOL alone. This manual describes the WHAT language and the associated assembly program developed at the Carnegie Institute of Technology Computation Center. The reader is referred to the G-20 reference manual ("Central Processor/Machine Language Manual", CDC G-20 Publication \#611) for information on the logical organization, word formats, arithmetic rules, addressing schemes, and operations of the Central Processor. SECTION 2 of the Computation Center User's Manual describes the hardware modifications which have been made to the Carnegie Tech system, converting it from a G-20 to a G-21. Finally, it is assumed that the user is familiar with ALGOL-20, the C.I.T. implementation of ALGOL-60. (See "ALGOL-20, A Language Manual", C.I.T. C.C., Jan Fierst, Editor.)

If during compilation the ALGOL compiler reads a card with "WH" in the language field, control is transferred to the WHAT assembler. The assembler reads the source cards containing code in the WHAT language and translates ("assembles") them into binary machine language in core memory. This translation process is generally one-for-one; thus, each WHAT statement, occupying a separate line or "card image" of the source program, is generally translated into a single binary instruction or data word. When the WHAT assembler reads a card with "AL" in the language field, the ALGOL compiler resumes operation. See Appendix E for an example of a WHAT/ALGOL program.


WHAT code may appear only where a statement or a declaration is permitted. In any other context, the use of WHAT code will be treated as an error condition, but it will be assembled anyway. With this exception, WHAT cards have no effect on the ALGOL compiler. (See Section 3.5, p.27).

Like the rest of the ALGOL compiler, the WHAT Assembler performs the translation with only one pass over the source deck, assembling the absolute instructions directly into core memory without the use of an intemediate "scratch tape". Instructions from the source program are (normally) assembled into the core locations from which they will subsequently be executed; at present there is no provision for automatic relocation. As each card image of the source program is processed, its image is listed on the printer along with the address in octal of the core location into which the corresponding binary instruction is assembled. Printing may be suppressed with the appropriate "SY" card. (See ALGOL Manual, Chapter 4.)

The WHAT language is "symbolic", meaning that symbols may be used for machine addresses and mnemonic names may be used for operation codes. Since it operates in a single pass, the WHAT Assembler may encounter address fields which contain WHAT symbols which have not yet been defined. The Assembler keeps lists of all such occurrences of undefined address symbols, and when the symbol is subsequently defined all references to it are properly "fixed up" in the assembled instructions in core memory. There are some important restrictions on the use of such undefined symbols; see Section 1.3, p. 11 .

The index field of a WHAT statement is further restricted; all symbols must be defined before being encountered in an index field. There is no

```
provision for "fixing up" undefined symbols used in the index field.
    In general, each line of WHAT code includes an operation code -.
usually as a three-letter mnemonic but possibly in absolute octal form.
These mnemonics must be one of the following:
(1) A standard G-20 machine language opcode mnemonic, as listed in Appendix B of this manual; or
(2) A "sudo" (pseudo-instruction) mnemonic. A sudo does not stand for an actual machine command but is rather an instruction to the WHAT Assembler, to be executed when the sudo is encountered during the assembly process. All WHAT sudos are listed in alphabetical order with an explanation, in Chapter 4 of this manual, page 28.
```
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### 1.1 SYMBOLS

There are two kinds of symbols available for use within WHAT:
(1) WHAT symbols.

These are declared and defined by WHAT coding and may be used only within WHAT.
(2) ALGOL symbols.

These are declared and defined by ALGOL declarations and may be used in either ALGOL or WHAT.

For the remainder of this chapter, all references to "symbol" will mean a WHAT symbol.

### 1.2 What gymbols

The purpose of symbols is three-fold: (1) The programmer may refer symbolically to an address which will not be known until the entire program has been written and assembled. (2) The programmer may parameterize his program and assign values to the parameters at assemlby time, so that sizes of buffers, data storage blocks, program segments, etc., may subsequently be changed by simple reassembly runs. (3) The symbols may give some mnemonic value to the program, aiding the programmer in the task of writing, debugging, and changing the program.

Each WHAT symbol has the form of a class name followed by an integer; the integer is referred to as the "subscript" part of the symbol. Class names are one character, and may be any of the 26 letters or one of the four special characters: $\rightarrow \leftrightarrows \neg$, or $\|$. These rules are summarized by the following syntax: (See Users Manual, Section 2.346 for details on B.N.F.)
<class name> : := <letter> $|\leftarrow| \rightarrow|\neg|$ <the mark "|">
<subscript> ::= <integer> | <empty>
<symbol> : := <class name> <subscript>

Notice that the subscript may be omitted; in this case a subscript of zero is assumed except in the case of the "LBL", "CHK", "PRT" and "REL" sudos where the maximum declared subscript is assumed.

Some symbols, with class name " $\neg$ " and " $\mid$ ", are predefined at the beginning of each translation. These symbols give the programer access to routines and information in both the monitor and the running algol program environment. The symbols $\mid 0$ to $\mid 39$ are defined in the THEM THINGS write up, and provide reference to the monitor. $\mid 40$ to $\mid 99$ (the "upper bars") are available to Computation Center staff members and certain others for monitor references needed by system programmers. For information, see the User Consultant. The
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symbols from $\mid 200$ up are used for certain quantities connected with the ALGOL input/output system, and are described in p. 0.15 of the ALGOL Manual. The "h" symbols are defined to let the user refer to many of the routines and switches of the ALGOL run-time environment. They are listed in the ALGOL Manual, p. 0.14, although in many cases an understanding of some of these symbols requires more information about ALGOL-20 than appears in any document.

Examples of WHAT symbols:
1.4
$-27$
$\mid 3$
T (same as: TO, except in "LBL", "REL", "PRT" and "CHK" sudos)
The possible symbols are divided into 30 classes by the class names. All symbols of a particular class will be either:
(1) Label symbols, whose values may be defined independently and in any order; or
(2) Regional symbols, which bear a fixed relationship to each other, and so are all defined when any member of the class is defined.

These two kinds are discussed in Sections 1.2 .1 and 1.2 .2 , below. The one class name " $A$ " has special significance, and is discussed in Section 1.2.3.

Symbols are most frequently used to represent addresses with values between 0 and $2^{15}-1$. However, a symbol may be defined (by a "DEF" sudo) to have any value between 0 and $2^{21}-1$.

### 1.2.1 LABEL SYMBOLS


#### Abstract

All symbols with a particular class name may be declared to be label symbols with an "LBL" ("LaBeL") sudo instruction. The "LBL" sudo contains the class name character followed by the maximum subscript integer which labels of the class will be allowed. For example:

LBL K20 declares a set of 21 label symbols: K0, K1, K2, ..., K20. These symbols are free and arbitrary and may be defined in any order with any set of values. Label symbols are defined in one of two ways: (1) explicitly, with a "DEF" sudo, or (2) implicitly, by appearing in the location field of an instruction. In this case the symbol is defined to be equal to the current value of the Assembler's location counter for that instruction.

The symbols of the class are related only in that at assembly time they occupy adjacent positions in the symbol table created by the Assembler. This fact may be of importance to the programmer who needs to reuse symbols or reclaim label table space during assembly of very large programs; see the sudo instructions "CHK", "LBL" and "REL" in Chapter 4 for more information. The maximum subscript given in the "LBL" declaration is used by the Assembler to allocate label table space.
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### 1.2.2 REGION SYMBOLS

A class name denotes a region if:
(1) that class has not previously been declared as consisting of label symbols (by a "LBL" sudo instruction), and if
(2) any symbol in that class is given a value (by a "DEF" sudo instruction). All symbols with the same regional class name refer to the same area of memory, and their values are related in a fixed way: the symbol whose subscript part is the integer $n$ stands for the nth memory address of the region. Thus, defining any one symbol of the class defines them all. For example, assume that R has not appeared in a "LBL" declaration. Then the line:

DEF $\quad$ RO $=4000$
will make R a region whose first cell is address 4000. Then all R symbols will be defined; e.g. $\mathrm{R} 9=4009$ and in general $\mathrm{Rn}=4000+\mathrm{n}$ where n is any integer. The following "DEF" operation would have the same effect:

DEF R $\quad$ R9 $=4009$
The expressions $R O+23$ and $R+23$ are equivalent to the symbol $R 23$, if $R$ is a region.

A class of symbols which has been used as a region may later be declared in a "LBL" sudo instruction and thereafter be used as independent label symbols. Conversely, a class name which has been used for labels may be changed into a region by releasing it from its role as a label class with an instruc$t$ ion of the form:

REL <class name>
and subsequently defining a member of the class with a "DEF" sudo. Regional symbols need not (and may not) be "RELeased" for redefinition.

### 1.2.3 THE "A" SYMBOLS

The symbols in class "A" have special significance in the WHAT language and may not be used as label symbols. The symbol "A" or "A0" always has as value the current value of the Assembler's location counter; i.e. the memory location into which the current instruction is to be assembled. After processing each line of the source program, the Assembler increments the value of " $A$ " by the number of words it has loaded into memory. The value of "A" at the beginning of processing each ine is printed if the assembly of that line changes that value.

The "A" symbols othex than "AO" behave as if "A" were a region name; that is, "An" has the value: "A" +n .

Example:

$$
\text { TRA } A+3 \text { (or: TRA A3) }
$$

has the same effect as:
Ll TRA Ll +3
where $L$ is a label class name.

### 1.2.4 SCOPE OF DEFINITION

Once a symbol has been defined, its definition is available for use, within WHAT, until it is explicitly redefined, or, if it is a label, until its class is released. The scope of definition of a symbol is not affected by any number of intervening ALGOL cards, regardless of their content. Consequently, WHAT symbols are not subject to ALGOL block structure. (See Section 3.3, p. 26.)
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### 1.2.5 PRECEDENCE OF DEFINITION

Some symbols are legal in both WHAT and ALGOL. If a symbol is defined differently in the two languages, the definition which takes precedence depends on the language being used. In WHAT, the WHAT definition is used; In ALGOL, the ALGOL definition takes precedence. In ALGOL, WHAT definitions are never available so the conflict does not arise. When WHAT encounters a symbol of the form: <letter> or <letter> <integer> it first looks for the symbol in the WHAT symbol table. If this search succeeds, the WHAT definition is used; if not, WHAT uses the ALGOL definition.

Example:
AL real $A, B, C, D$;
index $X, Y, Z ;$

WH DEF B7 $=/ 1007$;
WH CLA $\quad \mathrm{B}, \mathrm{X}$;

The "B" used in WHAT has the value of / 1000 and is not related to the real variable declared in ALGOL. However, the " $X$ " refers to the ALGOL index variable if "XO" is not defined in WHAT.

### 1.3 EXPRESSIONS

```
    Symbols may be used to build expressions; whose syntax may be defined
as follows:
    <octal digit> ::= 0|1|2|3|4|5|6|7
    <digit> ::= <octal digit> | 8|9
    <integer> : := <digit> | <integer> <digit>
    <octal integer> : := /<octal digit> | <octal integer> <octal digit>
    <number> ::= (as defined in ALGOL-60 report)
    <8 octal> ::= 8I<integer> | 8R<integer> | 8F<number> -- (See ALGOL Manual
                                    <octal constant>,
                                    p. 6e.1)
    <power of two> ::= $<integer>
    <operator> ::= +|-|*|/
    <primary> ::= <defined symbol> | <integer> | <octal integer>
        |<power of two> | <8 octal>
    <term> ::= <primary> | <term> <operator> <primary>
    <expression> ::= <term> | <WHAT symbol> | <ALGOL symbol> | <empty>
    (Note that these definitions are for the purpose of this manual only, and
are not necessarily related to similiar definitions for ALGOL.)
    Examples:
        418
        /77 * $12
        L1 -6-10*/3
```

Here <defined symbol> means a WHAT symbol whose value has been defined previously in the assembly. The symbol must have been defined in one of the following ways:
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(1) It may be a regional or label symbol which has received a value from a "DEF" sudo.
(2) It may be a label symbol which has appeared in the location field of a previous instruction.
(3) It may be a pre-defined "-7" or "|" symbol.

An expression defined by these rules may be used in the address or index fields of a line of WHAT code. The meaning of an expression is obtained by performing the indicated operations from left to right with no hierarchy and truncating to 32 bits after the entire expression has been evaluated. Thus, $2+3 * 4=20$. An empty expression has the value zero.

Expressions are generally used to represent G-20 (or G-21) addresses, so their values will usually be positive integers less than $2 \uparrow 15$.

The term " $\$ \mathrm{n}$ ", where n is an integer less than $32_{10}$, has the value $2 \uparrow \mathrm{n}$; i.e. "\$n" stands for a one in bit position $n$ of a logic word.

The value of a floating octal constant ( $8 \mathrm{~F}<$ number $>$ ) is determined by concatenating the <number> as an octal number and multiplying it by the appropriate power of 8, treating the number which follows the $n$ as an octal integer. For example:

$$
\begin{aligned}
& 8 F_{v 0} 10=8 \uparrow 8 \\
& 8 F 11_{n 0}-5=9 * 8 \uparrow-5
\end{aligned}
$$

The value of a left (right) justified octal constant (81<integer>, $8 \mathrm{R}<$ integer $>$ ) is determined by prefixing (suffixing) to the <integer> enough zeros to give eleven octal digits. This number is then concatenated and stored as a 32 -bit logic word. Since eleven octal digits require thirtythree bits for representation, the leftmost bit of the leftmost octal digit
is lost. Thus, $8 L 4=0$ and $8 \mathrm{~L} 7=8 \mathrm{~L} 3$. "!/<integer $>$ " is equivalent to "8R<integer>".

The character-pairs $8 \mathrm{~L}, 8 \mathrm{R}$ and 8 F are treated by the translator as single entities and must be punched in adjacent columns without intervening blanks. The translator does not treat the digits 8 and 9 in octal constants as erroneous but will interpret them as $10_{8}$ and $11_{8}$, respectively. Thus 8 R495 $=8$ R515.

All WHAT symbols which are not yet defined may appear in an expression only if the expression consists of that symbol alone.

Likewise, ALGOL symbols should not be used in expressions except by themselves. Violations of this last restriction will not be error-flagged but will generally give undesired results.

The value of an expression is computed in double-precision arithmetic format. Address, index, command and mode fields are evaluated, shifted to the appropriate position, united, and the resulting 32 -bit logic word is stored in the program being assembled. It is the programmer's responsibility to see that the value of the address expression does not exceed $2^{15}$ - 1 and the index expression does not exceed $63_{10}$, since the Assembler does not check for this condition.
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Chapter 2 - SOURCE PROGRAM FORMAT

```
    A line of WHAT language source code contains information in some or
all of the following fixed fields:
    Contents Cols.
    1. Language 1-2
    2. Location 4-12
    3. Operation
    15-17
    4. Mode
        20
    5. Address, Index; Comments 24 - RIGHT MARGIN
The RIGHT MARGIN is initially set to column 72 but may be changed with the
appropriate "SY" card. (See ALGOL-20 Manual, Chapter 4.)
    Example:
    (cols.)
```



### 2.1 LaNGUAGE FIELD (Columns 1-2)

```
When card images are typed-in from a remote, the language field is used to set the meaning of the TAB key for the language. The mnemonic "WH" will set the TAB columns for WHAT card images as follows:
\begin{tabular}{lcl} 
Tab & Column & Field \\
\cline { 1 - 3 } & 4 & Label \\
2 & 15 & Opcode \\
3 & 20 & Mode \\
4 & 24 & Address, Index; Comments \\
5 & 40 & Comments (See Section 2.7, \\
more details, see SECTION 2 of the User's Manual. &
\end{tabular}
For more details, see SECTION 2 of the User's Manual.
```


### 2.2 LOCATION FIELD (Columns 4-12)

In general the location field will be blank unless a reference is made to that line of code. The location field may contain any of the following:

1. Blank
2. A label which is currently undefined. The effect is to define that label by giving it the current value of the location counter (" $\mathrm{A}^{\prime \prime}$ ).
3. An expression which equals the current value of the location counter.

This may be used for explanatory or documentary purposes.
4. A <string of operators, letters or numbers>. This may be used as
a coument.
Examples:
(case 2)
MPY M5 ; shift rt 5 octals

M5 $105 \quad 1 \quad$; shift constant
(case 2)
LXP 0 20, I ; SET UP TO
E2 STZ
PO, I ; ZERO A LOCATION
SXT 0 1, I ; DECREMENT AND TEST
TRA E2 ; LOOP
16.

|  | (case 3) |  |  |
| :--- | :--- | :--- | :--- |
| L2 | TRA | A7 | ; transfer around |
|  | LWD | $1,2,3,4,5,6$ | ; table of integers |
| L2 +7 | TRM | Q5 |  |

## (case 4)

A-3

| CLA | 0 | X, I | ; get ith Y |
| :--- | :--- | :--- | :--- |
| SUX | 0 | $1, \mathrm{I}$ | ; step i |
| FGO |  | EO | ; compare $\mathrm{w} / \mathrm{EO}$ |
| TRA |  | A-3 | ; loop if greater |
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2.3 OPERATION FIELD (Columns 15-17)The operation field may contain one of the following:1. Blanks. The line will be processed as a "COM" sudo, i.e., a com-ment card.
2. An octal integer (without the preceding slash). In this case, it will be interpreted as the operation part of a G-20 instruction and the octal integer will occur right-justified in bits 29 to 21 of the assembled instruction.
3. The three-letter mnemonic for a G-20 operation. The corresponding octal code will be loaded into bits 29 to 21 of the assembled instruction. G-20 memonics are listed in Appendix B.
4. The memonic for a WHAT sudo. The action taken for the possible sudos is described in Chapter 4.
The operation field must be either 3 letters, 3 digits or 3 blanks. Any mixture of these will generate garbage and may not be error-flagged.
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### 2.4 MODE FIELD (Column 20)

Each G-20 mnemonic has associated with it a "normal" mode for that operation as described below. If the normal mode is desired, the mode field should be left empty; otherwise, the desired mode: $0,1,2$, or 3 , must be punched. A mode punch always supercedes the normal mode. The mode field of a sudo is checked for error but is otherwise ignored.

All G-20 memonics have a normal mode of 2 except the following, which have a normal mode of 0 .

| STI | STL | TRA | REP |
| :--- | :---: | :---: | :---: |
| STS | STZ | TRM |  |
| STD |  |  |  |

### 2.5 ADDRESS FIELD (Columns 24 - RIGHT MARGIN)

The address field contains the operand or the address of the operand. Blanks in the address field are ignored (except in "ALF" and "NAM" sudos). The address is terminated by a comma, a semi-colon, or RIGHT MARGIN +1 (which is not scanned), whichever occurs first. If it is terminated by a comma, an index is then expected.

If the operation field of a line contains a G-20 memonic or an octal integer, the following applies to the address field:

1. If it is blank, the address (bits $14-0$ ) of the assembled instruction will be zero.
2. If it is a single symbol which is already defined, the value of the symbol will be placed in the address (bits $14-0$ ) of the assembled instruction. If the symbol is a label which is not yet
defined, its value will be placed in the address when it is defined.
3. If it is an expression, the value of the expression will be entered as the address in the assembled instruction. It is a detectable error if any symbol in the expression has not been defined previously. See 5.1.1; p. 39.

The value of the expression in the address should be less than $2 \uparrow 15$, but no assembly error will result from a larger value.
2.6 INDEX FIELD (Columns 24 - RIGHT MARGIN)

If any index register is to be specified, the address field must be terminated by a corma, followed by a symbol (or expression) whose value is the address of an index register. Blanks in the index field are ignored, and the field is terminated by a semi-colon or the RIGKT MARGIN +1 (which is not scanned), whichever occurs first.

The value of the expression in the index field is loaded right-justified Into bits 20 - 15 of the assembled instruction. If the value is not defined, an error message will be printed. No error message will be printed if the value of the index field is greater than 63.

Since the monitor and ALGOL are both doing things behind the user's back, it is unsafe for a user to choose his own index registers. It is strongly recomended that only ALGOL variables of type index be used in the index field. (See Sections 3.1 and 3.4, p 21 and 26.)
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### 2.7 COMMENT FIELD (Columns 24-80)

All columns to the right of the first semi-colon in the address-index field are ignored by the Assembler, and may therefore be used for comments, which may extend to Column 80. All columns of the input line including the AND sequence number are printed. A tab to column 40 is included in the tab table to allow the user to align his comments. However, columns 40 - RIGHT MARGIN are part of the address-index field unless a ";" has appeared previous$1 y$.
3.1 direct access of algol symbols

In four cases ALGOL symbols may be referenced directly in WHAT code:

1) Simple variables
2) Index variables
3) Backwards transfers within the same block
4) Formal parameters called by value.

EXAMPLE:
AL begin
real ALPHA;
index BETA;
gamma:

WH LXP 0 1, BETA;
CLA 3 alpha, beta;
TRA GAMMA;

AL end
The only precaution necessary in these cases is that the type of access (single, double, logic, index, transfer address) matches the type of the ALGOL symbol referenced.
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3.2 INDIRECT ACCESS ALGOL SYMBOLS

Three cases require special treatment:

1) Forward and cross-block transfers
2) Subscripted variables
3) Formal parameters called by name

### 3.2.1 FORWARD AND CROSS-BLOCK TRANSFERS

A forward or cross-block transfer in WHAT to an ALGOL 1 abel will not assemble properly and may not be detected as an error. This problem may be skirted in one of two ways:

If the "TRA" and the ALGCL label are at different block levels, the "TRA" must be replaced by an ALGOL "go to" statement.

EXAMPLES:

must be replaced by:

| WH | $\ldots$ |
| :--- | :--- |
| AL | go to ALPHA; |
| WH | $\ldots$ |
|  | $\ldots$ |
| AL | begin real $X ;$ |
|  |  |
|  |  |
|  |  |

The "go to" compiles into two locations and must not follow a test instruction.

If the transfer does not cross block boundries, it may be effected by a "TRA" in What to a What label which is defined to have the desired value. The following two forms are equivalent:

EXAMPLES:

WH TRA L7;

WH L7 COM DEFINE L7
AL ALPHA:


WH TRA L7;

AL ALPHA:
WH DEF L7 = ALPHA;
AL ...
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### 3.2.2 SUBSCRIPTED VARIABLES

To access a subscripted variable, the best method is to use the available ALGOL machinery. To place the value of a subscripted variable into the accumulator, use the reserved identifier, "ACC":

WH ...
AL $\quad$ ACC $\leftarrow$ <subscripted variable>;
WH $\quad . . \quad$; accumulator $=$ desired value.
To store the value of the accumulator into a subscripted variable, use:
WH ...

AL TEMP $\leftarrow$ ACC;
<subscripted variable> $\leftarrow$ TEMP;
WH
where TEMP is a simple variable having the same type as the subscripted variable.

Note that the construction:

AL $\quad$ <subscripted variable> $\leftarrow$ ACC;
. .
will not work since ALGOL uses the accumulator to evaluate the address of the subscripted variable.

```
3.2.3. FORMAL PARAMETERS CALLED BY NAME
    Within a procedure, formal parameters called by name may not be accessed
directly. Again, the easiest method of referencing these is via the "ACC"
symbol. To load the accumulator with the value of a formal parameter, use:
    WH ...
    AL ACC \leftarrow<formal parameter>;
    WH ...
To store the accumulator in a formal parameter, use:
    WH
    AL TEMP}\leftarrow\textrm{ACC}
                            <formal parameter> \leftarrowTEMP;
WH
where TEMP and the formal parameter have the same type.
    As with subscripted variables, the construction:
    WH ...
    AL <formal parameter>}\leftarrow\textrm{ACC}
    WH ...
will not work.
```
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### 3.3. CROSS-BLOCK TRANSFERS

Since intervening ALGOL cards have no effect on the scope of definition of WHAT symbols, WHAT is entirely independent of ALGOL block structure. (However, WHAT code may only reference those ALGOL symbols defined in the block containing the WHAT code.) As a result, a programmer may have tables and machine-code subroutines which may be accessed by any part of his WHAT/ALGOL program.

Great care must be exercised by the programer who uses crossmblock transfers via WHAT code. Two rules must be strictly adhered to:
(1) When transferring control to a subroutine in any block different from the current block, the subroutine may only access those ALGOL symbols which are defined identically in both blocks.
(2) The order in which begin's and end's are encountered must not be altered by the addition of WHAT coding.

Cross-block transfers are completely contrary to the philosophy of ALGOL and have implications which are beyond the scope of this manual.

### 3.4. INDEX ALLOCATION

Whenever an ALGOL index variable loses definition due to a block exit, the index register to which it was assigned is also released for later index variables. This feature may be utilized in a large WHAT program as an aid to the programmer in assigning/releasing his index registers. No more than 28 index variables may be defined at any time.

### 3.5. STATEMENT TERMINATION

When the ALGOL compiler is prepared to accept a statement and encounters WHAT code, the "expected" statement is not terminated unt11 a ";" or other statement terminator is encountered in ALGOL. This is most likely to create difficulty when WHAT code occurs in the scope of some ALGOL construction.

Examples:
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CHAPTER 4 - SUDO INSTRUCTIONS IN WHAT


#### Abstract

A sudo (pseudo-instruction) is an instruction to WHAT rather than a G-20 command to be assembled for later execution. The mnemonic name of the sudo is punched in the operation field of the source program card. For all sudos the following holds:


(1) The location field is first treated as described in Section 2.2 for machine commands.
(2) The mode field is checked for error but is otherwise ignored.
(3) The action of the particular sudo takes place.

A sudo may be listable $r$ non-listable. For a listable sudo the parameter set may be repeated, separated by commas, as many times as desired in the space provided on the card, up to the RIGHT MARGIN. For a non-listable sudo only one parameter set is allowed in the address field. The effect of a listable sudo is the same as if the sudo were repeated on successive lines with one parameter set per line; the parameter sets are processed in the left-to-right order.

The remalnder of Chapter consists of an alphabetical listing of the sudos, with an explanation and examples of the use of each. The format used in explaining the sudos is as follows:

XXX PARAMETER SYNTAX
LISTABLE
"EXECUTE EXTRA EXEC"
The first line gives the three letter sudo name and the type and format of the parameter set(s). The second line states whether the sudo is listable or non-1istable (for sudos for which the concept is meaningful). The third line contains a summary of the action of the sudo. Note that the above sudo is only a hypothetical example.
ALF <BLANK\rangle<CHARACTER STRING>|<DIGIT><EHARACTER STRING>
NON-LISTABLE
-alphanumeric.
THE EFFECT IS TO LDAD THE G-20 INTERNA_
REPRESENTATION OF THE STRING OF CHARACTERS INTJ SUCCESSIVE
MAこHIVE LJCATIONS, 4 CHARACTERS PER WORD. THE DIGIT GIVES
THE NUMBER OF WORDS TO BE LDADED, WITH A BLANK BEING
TREATED AS 1. AND O BEING TREATED AS 10. THE BLANK OR
DIGIT MUST APPEAR IN THE.FIRST POSITION DF THE ADDRESS
FIELD. COLUMN 24. THE STRING TO 3E LOADED EXTENDS FRDM
CJ_UMV 25 TO COLUMN (25+4K). WHERE K IS THE NUMBER DF
WORDS SPECIFIED.
EXAMPLES:
W1 ALF GERRDR NUMBER DNE
THIS LINE WILL CAUSE THE LDADING OF:
ERRD INTO W1
R NU INTO W1+1
MBER INTO WI+2
ONE INTO W1+3
AVD IS EQUIVALENT TO THE FOUR LINES:
WI ALF IERRO
ALF IR VU
ALF \MBER
ALF 1 ONE

```
(
```

                                    LISTABLE
    "CHECK'
THE = UNCTIDN IS TJ CHECK WHETHER JH NOT _ADE_S WHICH
HAVE BEEN USED ARE DEFINED. THE SYMBJL MUST 3E A _ABE_.
IF ITS SUBSCRIPT IS ZERO OR BLANK. THEV THE SUBSCRIPT IS
CONSIDERED TO GE THE MAXIMUM ALLONED SJBSCRIPT. THE
LABELS FRJM <C_ASS VAME>O TO <CLASS VAME\SUBSERIPT ARE
THEN CHECKED TO SEE IF ALL THOSE WHICH HAVE BEEN USED ARE
DEFINED. IN CASE AN UNDEFINED LABE_ IS ENCOUNTED. AN
ERROR DRIVT OUT TAKES PLACE WITH THE FOLLOWING FORM:
UND TS 26347
THIS MEANS THAT THE LABE_ TS IS UNDEFINED. AND THAT
Ir HAS LAST BEEV JSED IN LOCATIUN /25347.
THE CHECKIVG WILL CONTINUE JVTIL THE LIST OF PARAMETERS HAS BEEV EXHAUSTED.

```

\section*{EXAMPLES:}
\begin{tabular}{ll} 
LBL & O5; \\
-BL & W10; \\
LBL & R90; \\
CRROGRAM I \\
CHK & O.WJ.R;
\end{tabular}
JO TO 35 . WO TJ WS. ANJ RO TO R9O ARE CHECKED.

《IMMATERIAL）
－comment．
THE LOCATION FIELD IS TREATED AS JSUAL AND THE MODE＝IELJ WILL GET AN ERROR MESSAGE IF IT IS ILLEGAL．OTHERWISE THE LINE IS IGNORED．

EXAMPLES：
\begin{tabular}{cr} 
LBL & LI： \\
CJM & THIS IS A CDMMENT \\
CJM & GEE．．．AVOTHER COMMENT
\end{tabular}
```

THESE LINES WILL 3E PRINTED. TWO L'S WILL BE DECLARED AS
LABELS ANS LI WILE BE DEFINEO AS THE CURRENT VALUE
OF 'A.. HOWEVER, NO CODE WILL BE COMPILED.

```

CPY 〈EXPRESSION〉，《EXPRESSION〉
－CJOY：
NON－LISTABLE
－COPY
－ET THE VALUE OF THE FIRST AVD THE SECOND EXPRESSIONS BE NI AND N2，RESPECTIVELY．THEN THE VEXT NI WORDS WILL 3 E FILLED BY COPYING FROM THE LAST N2 WJRJS ASSEMBLED．THAT IS． THE WORDS IN A－N2，A－N2＋1，．．．A－I WILL GE COPIEJ REJEATED＿Y UNTIL NI HAVE GEEN COPIED．NI NEED VJT 3E A MULTIPLE JF N2；VI MUST NOT EQUAL ZERO．A＝TER＇CPY＇HAS BEEN EXECUTED，THE－DCATION COUNTER •A．HAS BEEN INCREASED BY N1．

WARNING：IF THE LAST NZ WJRDS CONTAIN ANY UVDEFINED LABELS．THESE WILL NOT LATEマ BE DEFIVED IN THE COPIES．

EXAMPLES：
\begin{tabular}{ccc} 
W8 LWO & 1737 \\
LWD & \(W 53 ;\) \\
CPY & 500,2
\end{tabular}
（WB）AND（WB＋1）WILL EE COPIED INTO THE NEXT 500 LOCATIONS．
E1 LWD \begin{tabular}{ll} 
CPY & 0； \\
&
\end{tabular}

THE EFFECT IS TO STORE ZERO INTO 500 －JCATIONS STARTING AT EI．
－OEFINE•

THE VALUE OF THE EXPRESSION WILL \(3 E\) CALCULATED AND TAKEN MODULO 2•2i．AND THE SYMBOL WILG BE GIVEN THIS VALUE IF THE LETTER DF THE SYMBJL HAS BEEN JECLARED AS A LABEL．THE PARTICULAR LABEL GIVEN IS THEREBY DEFIVED．IF THE LETTER IS NOT A LABEL，THE CORRESPSNDING REGIONAL BASE IS DEFINED AS

〈EXPRESSIDN〉－〈SUSSCRIPT〉

IN THE USUAL CASE，THE SUBSCRIPT EOUA＿S ZERO．
EXAMPLES：
\begin{tabular}{ll} 
LBL & 830 \\
DEF & \(B 0=122750\)
\end{tabular}

THIRTY－ONE B＇S ARE DESIGNATED AS LABELS，AND BO IS GIVEN THE VALUE 122750．Bi．B2．．．．．830．ARE STILL UNDEFINED．

DEF C10＝17020；
Co is given the value 17006 ，and all ces are defined．
DMP
〈EXPRESSIDN〉，〈EXPRESSION〉
LISTABLE
PRINTING AFTER EXECUTIDN
－DUMP•
THE EFFECT IS TO GIVE AN ASSEMB＿Y－TIME OCTAL DUMP ON THE PRINTER OF THE LOCATIONS FROM THE VALUE OF THE FIRST EXPRESSION UP TO AND INGLUDING THE VA－UE OF THE SECOND EXPRESSION．
WARNING：THERE IS NO CHECK THAT THE VALUES ARE PROPER MACHINE LOCATIONS．
EXAMPLES：
DMP \(\quad 121000.122000\)
AN DCTAL JUMP WILI EE GIVEN OF \(/ 1001\) WORDS FROY LJCATION 121000 UP TO AND INCLUDING THE LOEATIOV／22000．
DMP A－100．A－1；
AN OCTAL JUMP OF THE LAST 100 LOCATIONS WILL BE GIVEN．
ENT 〈IMMATERIAL〉
－Entry．
THE EFFECT IS TO ASSEMBLE AN ALL ZEFO WORJ．THIS SUDO MAY BE USED FDR EVTRY INTO A SUBRJUTIVE• A LABEL APPEARING IN THE－DCATION FIELD WILL \(\quad\) IE DEFINED AS USUALE
EXAMPLES：
PI EVT SUBROUTINE
THIS DESIGNATES THE ENTRY INTO A SUBRDUTIVE THAT IS REFERRED TO BY THE LABEL PI．ZERJ IS－OADED INTO THE LOCATION PI．
```
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```
FPC <TERM>
        LISTABLE
    0FULL PRECISION CONSTANT:
```

            THE FUNCTIDN IS TO LDAD THE JCTA. REPRESENTATION OF
        THE DECIMAL NUMBER INTO THE NEXT TWJ LJCATIDNS.
        WARNIVG: THE ABSJLUTE VALUE DF THE NUMBER MUST BE LESS
        THAN 3.4508731733891069 AND THE EXPONENT LESS THAN 70, Jマ
        AN EXPONENT QVERFLOW WILL OCCUR AT ASSEMBLY TIME.
    EXAMPLES:
W10 FPC 10.4 .0001591016
$W 11$ FPC $\quad-2 n_{n} 5.3 .44463_{10}-5$
W10, AND W10+1 WILL BE LOADED WITH 10. WIO+2 ANJ W10+3
WILL BE LOADED WITH 4.000159*10+15, WII AND W11+1 WILL BE
LOADED WITH -2*1045, AND W11+2 AND W1i+3 WILL BE _OADEJ
WITH 3.44463*104-5. ALL IN STANDARD G-20 FULL PRECISION
FDRM. WIO ANJ WII MUST BE LABELS, SINCE THEY ARE NOT
IN ADJACENT LOCATIONS.

HPC
〈TERM〉
－HALF PRECISION CONSTANT•

THE EUNCTION IS TO LOAD THE OCTAL REPRESENTATION OF THE DECIMAL NUMBER INTO THE NEXT＿OEATION．THE MANTISSA DF THE NUMBER IS RJUNDED TO SEVEN（DETAL）DIGITS BEFORE STORING．

EXAMPLES：
$W 12$ HPC 0．1．2．3；
HPC－4．15 10 －6；
0．1．2．3．AVD $-4.15 * 10$－ $\mathbf{0 . 6}$ WILL BE LOADED INTO FIVE CONSECUTIVE LOCATIONS STARTING AT Wi2．

WARNING：THE ABSOLUTE VALUE DF THE NUMBER MUST BE $\sim E S S$ THAN 3．450873173389n69 AND THE EXJONENT LESS THAN 7O，OR AN EXPONENT OVERFLDW WILL OCCUR AT ASSEMBLY TIME．
－label．

THE CLASS IS DECLARED TO BE A LABEL C＿ASS．IF THE CLASS NAME HAS NOT PREVIOUSLY APPEARED IN A LBL＇SUDO．THEN THE SUBSCRIPT IS THE MAXIMUM SUBSCRIPI WHICH MAY BE USED FOR THAT LABEL．

IF THE CLASS VAME HAS PREVIOUSLY APPEARED IN AN －Lbl＇Sudo，the following actions takE place：

FIRST．THE OPERATION OF A CHK＊SJDO IS DJNE ON THE SYMBOL．THEN THE LABELS FRDM 《LミTTEマ〉O TO〈IETTER〉《SUBSCRIPT〉 ARE CLEARED TJ JSE AGAIN．WHI－E ANY LABELS GREATER THAN THE SUBSCRIPT APPEARING IN〈LETTER〉くSUBSCRIPT〉 ARE LEFT UNTDUCHEJ．

IF THE SUBSCRIPT IS ABSENT，THE MAXIMUM SUBSCRIPT FOR THAT CLASS IS ASSUMED．

IN CASE＇CHK＇FINDS ONE OR MORE UNDEFINED LABELS AN ERROR MESSAGE WILL BE PRINTED（SEE CHK＇）AND THE VALUE dF the label will be cleared so that it may be rejefinejo

EXAMPLES：
LBL D10
DO THROUGH DIO WIGL BE PERMITTED＝OR USE AS LABELS．
（ PROGRAM）
LBL D7
（ PROGRAM）
THE LABELS DO THRJUGH D 7 WILL BE CLEARED FOR REDEFINITIDN AS NEW LABELS，WITH AN ALARM MESSAGE OマINTED IF ANY ARE UNDEFIVED．

- LINE"

IF N IS THE VALUE OF THE EXPRESSION. N B_ANK LINES ARE PRINTED, IF PRINTIVG IS DN. IF $N=0$ OR THE ADDRESS FIELD IS BـANK, 1 -INE UPSPACE WILL OCCUR• (THE EFFECT IS SIMILIAR TJ 'SY LINE'.)

EXAMPLES:

| CLA | P9; |
| :--- | :--- |
| LIN | $2 ;$ |
| EXL | $K 21 ;$ |

ABOVE ARE THE CARDS AS THEY WERE PUNCHED. BELOW IS THE COMPILATION OF THE CARDS.

CLA P9;

EXL K21;

VJTICE THAT 2 LINES WERE SKIPPED AND THE 'LIN• suod WAS NOT PRINTED.

LWD <EXPRESSION>

- -OGIE WORD'

THE EFFECT IS TO LOAD THE VALUE DF THE EXPRESSION INTO THE NEXT MACHINE GOCATION AS A _OGIC WDRS (I.E.WITH AN •STE CJMMAND). ANY PUNCHING IN THE MODE FIELD WILL BE CHECKED FOR ERROR BUT WILL DTHERWISE BE IGNORED.

VO CHECKS ARE MADE TO SEE IF THE VALUES OF THE EXPRESSIONS ARE WITHIN THE LIMIT JF THE FIELDS.

EXAMPLES:

|  | LBL | $E 2 ;$ |
| :--- | :--- | :--- |
| EO LWD | $1350+54 ;$ |  |
| E1 LWD | $17777+\$ 1 ;$ |  |
| E2 LWD | $17777777777 ;$ |  |

NOTE: DO NOT ASSEMBLE ANY -OGIC WORD WITH BIT $30=1$. THIS WILL CONFUSE THE ALGJL RELOCATOR. IF THIS BIT IS NEEDED, IT MUST
BE ADDED AT RUNTTIME. (SEE WRITEUP OF $\rightarrow 1 . \rightarrow 2 . \quad$.3. ALGOL MANUAL 3. 0.14.)

## NON－LISTABLE

－NAME
THE EFFECT IS TO PACK THE SIX BIT REPRESENTATION DF THE 5 CHARACTERS IN COLUMNS 24 TO $2 B$ INTO THE RIGHTMOST 30 BITS $D=$ THE NEXT MACHINE LOEATIOV．ANY PUNCHING IN THE MODE FIELD WILL BE CHECKED FOR ERRJR BUT WILL OTHERWISE BE IGNORED．

EXAMPLES：

```
NAM PN3．S
THE 6 －BIT REPRESENTATIDNS OF THE CHARACTERS P，N．3．• AND \＄WILL BE LOADED INTO THE NEXT MACHINE LOCATIDN． THIS IS THE SAME AS
LWD／20 164353 65；
```

PAG
〈IMMATERIAL〉
PRINTING AFTER EXECUTION －PAGE•

IF PRINTING IS TURNED ON，THE PADER IN THE PRINTER WILL $\operatorname{GE}$ MOVED TO THE NEXT PAGE．

PRT
〈SYM3OL〉
LISTABLE
PRINTING BEFORE EXECUTIDN
－PRINT＇
THE FUNCTIDN IS SIMILAR TO ©CHK＇，BUT IN ADJITION． IF THE PRINTING IS DN，THE VALUES OF ALL USED LABE＿S WILL BE LISTED ON THE PRINTER．

EXAMPLES：
PQT W, P, D. O1O;

ALL THE USED LABELS DF THE SYMBOLS W．J．D AND OO TO OIO AVD THE LOEATIONS TD WHICH THEY HAVE BEEN ASSIGNED ARE－ISTED ON THE PRINTER．

```
マEL <SYMBOL`
| RELEASE*
                    THE FUNCTION IS TJ RELEASE LABELS; I.E.g TO CLEAR
THE DEFINITION OF A LETTER AS A LABE_ SO THAT IT
CAN BE USED THEREAFTER AS A REGIOV (OR A NEW LABEL).
                    FIRST 'CHK' IS PERFORMED. IF NJ UNDEFIVED _ABE_ IS
ENCDUNTERED, THE LETTER IS THEV MARKED AS UNUSED. UNOER
CERTAIV CIRCUMSTAVEES THE SPACE USED FJTR THE _ABE_ TAB_E
WILL ALSO BE RELEASED. THIS WILL DCCUR IF THE LETTER
BEING RELEASED IS THE LAST LETTER DECLARED AS A LABEL, OR
IF ALL LETTERS DECIARED SINCE HAVE GEEN RE_EASED AND THEIP
SPACE RECLAIMED.
            IF AV UNDEFIVED LABEL IS ENCOUNTERED BY 'CHK*. AN
        ERROR MESSAGE WIL_ BE PRINTED, AS WITH 'CHK'. AND THE
        \bulletRELEASE* WILL BE PERFORMED ANYWAY.
    EXAMPLES:
                    LBL RIO
                    (PROGRAM)
                    REL R
                    LBL R11
    THE SET OF LABELS RO THROUGH RIO IS RE_EASED AND THEN
        A VEW SET OF LABELS RO THROUGH RII IS DEFINED.
WRO <SIGNED EXPRESSION\
                                    LISTABLE
        *WORD*
            THE EFFECT IS TO STORE THE VALUE OF THE EXPRESSION
        INTO THE CORE LDCATIDN SPECIFIED BY THE GOCATION COUNTER •A'.
        IF THE VA_UE DF THE EXPRESSION IS NEGATIVE. 'WRD' WILL
        STORE IT INTO MEMORY AS AN INTEGER, JQJVIDED THAT IT
        IS <2+21 IN VALUE. (I.E. USING AV *STI' COMMAND); IF
        POSITIVE. IT WILL BE STIDRED AS A LOGIC WORD WITH AN 'STL.
        CJMMANJ.
        EXAMPLES:
        W8 WRD -/735+8
WB WILL BE LOADED WITH THE NEGATIVE INTEGER/725
    W10 WPD /7777777777
W10 WILL BE LDADED WITH THE LOGIC WORD /7777777777.
    NOTE: AS WITH \bulletLWD', BIT 31 MAY NJT 3E USED.
```


## CHAPTER 5 - ERROR MESSAGES

5.1 ERRORS DETECTED DURING COMPILATION

ANY ERROR DETECTED GY WHAT' DURING THE PRDCESSING JF A
LINE WILL CAUSE A PRINT DUT OF THE LINE D= CODE PRECEEDED BY AV ERROR MESSAGE. AS FOLLOWS.

5.1.2 ERRORS IN SUDJ INSTRUCTIONS

AD U UNDEFINED COVSTRUCTION WHERE AV EXPRESSION IS VEEDED IV THE ADDRESS FIELD JF A SUDO.
-A• IS NOT WITHIN BUUNDS JF USEマ・S MEMORY. (UPON STURING A WORD)
-BLY A SUGSCRIPT JN A LABEL SYMBD_ IS GREATER THAV A-_JWES

TERM UNDEFINED COVSTRUETION WHERE A SYMBOL IS WANTED IN THE ADDRESS FIELD DF A SUDO.

WHAT A LETTER WHICH HAS NOT BEEN JECLARED AS A LABEL APPEARS IN A SYMBOL IN THE ADDRESS FIELD OF A SUDJ WHERE A LABE_ SYMBOL IS REQUIREつ.

SPACE IN LADE, TABLE IS EXHAUSTEO
5.2 ERRJRS DETECTED JURING RUNNING

AL- RUV-TIME ERRORS DCCURRIVG IN WHAT• ARE HANOLED EXACTLY THE SAME AS IN ALGOL. (SEE ALGOL-20 MAVUAL, CHAPTER 6B.)

APPENDIX B G-20 'WHAT' OPCODES

| ADDRESS PREPARATION |  |  |
| :---: | :---: | :---: |
| OCA | 000 | $X \rightarrow(O A)$ |
| OCS | 020 | $-x \rightarrow(O A)$ |
| OAD | 040 | $(A C C)+x \rightarrow(O A)$ |
| OSU | 060 | $(A C C)-x \rightarrow(O A)$ |
| OSN | 120 | $-(A C C)+x \rightarrow(U A)$ |
| OAN | 100 | $-(A C C)-x \rightarrow(D A)$ |
| OAA | 140 | $\|(A C C)+x\| \rightarrow(O A)$ |
| OSA | 160 | \| $\|(A C C)-X\| \rightarrow(O A)$ |
| ADD AND SUBTRACT |  |  |
| CLA | 005 | $x \rightarrow(A C C)$ |
| CLS | 025 | $-x \rightarrow(A C C)$ |
| ADD | 045 | (ACC) $+x \rightarrow(A C C)$ |
| SUB | 065 | (ACC) - $x \rightarrow(A C C)$ |
| ADN | 105 | - (ACC) - $x \rightarrow(A C C)$ |
| SUN | 125 | $-(A C C)+x \rightarrow(A C C)$ |
| ADA | 145 | \| $\mid$ ACC) + ${ }^{(A C D}+(A C C)$ |
| SUA | 165 | \|(ACC) - $X \mid$ ( $A C C$ ) |

STORE
STL $173(A C C) \rightarrow x$
STD 153 (ACC) $\rightarrow x, x+1$
STS $113(A C C) \rightarrow x$
STI $133(A C C) \rightarrow X$
$\mathrm{STZ} 0730 \rightarrow \mathrm{x}$
INDEX REGISTER CODES
LXP $012 \mathrm{X} \rightarrow(1)$
LXM $032-X \rightarrow(I)$
$A D X 002$ (I) $+X \rightarrow(I)$
sux 022 (I) - $\mathrm{X} \rightarrow$ (I)
XPT $016 x \rightarrow(1)$ (TEST(I) X 0 )
XMT $036-X \rightarrow(I) \quad(T E S T(I) \neq 0) *$
AXT 006 (I) $+X \rightarrow(I) \quad(T E S T(I) \neq 0) *$
SXT 026 (I) - $\mathrm{X} \rightarrow(\mathrm{I})(T E S T(I) \neq 0) *$
TRANSFER OF CONTROL
TRA $017 \times \rightarrow(N C)$
SKP 137 (NC) $+x \rightarrow(N C)$
TRM 177 (NC) $\rightarrow(X) ; X+1 \rightarrow(N C)$
SPECIAL
REP 013 REPEAT
XEO 010 EXECUTE $X$

ARITHMETIC TESTS *
FOM $021 \times<0$
FOP $001 \times>0$
FLO 121 (ACC) < $X$
FGO 061 (ACC) > $x$
FUO 161 (ACC) $\neq x$
FSM 101 (ACC) $+x<0$
FSN 141 (ACC) $+x \neq 0$
FSP $041(A C C)+x>0$
MULTIPLY AND DIVIDE
MPY 077 (ACC) * $X \rightarrow(A C C)$
RDV $057 \times /(A C C) \rightarrow(A C C)$
DIV $053(A C C) / x \rightarrow(A C C)$

LOGIC OPERATIONS
CAL $015 x \rightarrow(A C C)$
$C C L 035 \rightarrow X \rightarrow(A C C)$
$A D L 055(A C C)+x \rightarrow(A C C)$
SUL 075 (ACC) - $X \rightarrow(A C C)$
$E X L 115(A C C) \wedge X \rightarrow(A C C)$
ECL $135(A C C) \wedge \neg x \rightarrow(A C C)$
UNL 155 (ACC) $v x \rightarrow(A C C)$
UCL 175 (ACC) v $\rightarrow x \rightarrow(A C C)$

```
LOGIC TESTS*
    10Z 011 X = 0
    IC2 031 -X = 0
    ISN 051 (ACC) + X # 0
    IUO 071 (ACC) - x 
    IEZ 111 (ACC) ^ }X=
    IEC 131 (ACC) ^ ->x = 0
    IUC 171 (ACC) v \negx = 0
```

    IUZ 151 (ACC), \(v x=0\)
    

```
OOO DCA DPERAND CLEAR ADD
001 FOP IF JPERAND PLUS
002 ADX ADD TO INDEX
005 CLA CLEAR ADD
O06 AXT ADD TO INDEX AND TEST
010 XEQ EXECUTE OPERANS
011 IOZ IF OPERAND ZERO
012 LXP LOAD INDEX PLUS
013 REP REPEAT
015 CAL CLEAR ADD LOGIC
016 XPT LOAD INDEX PLUS AND TEST
017 TRA TRAVSFER
020 DCS OPERAND CLEAR SUBTRACT
021 FOM IF JPERAND MINUS
022 SUX SUBTRACT FRDM INDEX
025 CLS CLEAR SUBTRACT
026 SXT SUBTRACT FROM INDEX AND TEST
031 ICZ IF COMPLEMENT ZERO
032 LXM LOAS I NOEX MINUS
035 CCL CLEAR ADD COMPLEMENT LOGIC
036 XMT LOAJ INDEX MINJS AND TEST
O4O DAD OPERAND ADD
041 FSP IF SUM PLUS
045 ADD ADD
051 ISN IF SUM NON-ZERD
053 DIV DIVIDE
055 AD_ ADO.LOGIC
057 RDV REVERSE DIVIDE
060 OSU DPERAND SUSTRAこT
061 FGO IF GREATER THAN OPERAND
065 SU3 SUETRACT
071 IUO IF UNEQUAL OPERAND
073 STZ STORE ZERO
075 SU_ SUBTRACT LOGIC
077 MPY MULTIPLY
```

```
x (OA)
```

x (OA)

```
TEST X > 0
```

```
TEST X > 0
```




```
x \rightarrow ( A C C )
```

x \rightarrow ( A C C )
(1) + X (1) (TEST(1)\not=0)
(1) + X (1) (TEST(1)\not=0)
EXECUTE X
EXECUTE X
TEST X = 0
TEST X = 0
X (I)
X (I)
REPEAT
REPEAT
x (ACC)
x (ACC)
X ( (I)
X ( (I)
(TEST(I)\not=0)
(TEST(I)\not=0)
x}->(NC
x}->(NC

- x (OA)
- x (OA)
TESTx< 0
TESTx< 0
(I) - X * (I)
(I) - X * (I)
- }x->(ACC
- }x->(ACC
(1)-x ( (I) (TEST(I)\not=0)
(1)-x ( (I) (TEST(I)\not=0)
TEST \negX=0
TEST \negX=0
- X (I)
- X (I)
~A->(ACC)
~A->(ACC)
- X (I) (TEST(I)\not=0)
- X (I) (TEST(I)\not=0)
(ACC) + X * (OA)
(ACC) + X * (OA)
TEST (ACC) + X > 0
TEST (ACC) + X > 0
(ACC) + X (ACC)
(ACC) + X (ACC)
TEST (ACC) + X * 0
TEST (ACC) + X * 0
(ACC)/X 倍 (ACC)
(ACC)/X 倍 (ACC)
(ACC) + X ( (ACC)
(ACC) + X ( (ACC)
X/(ACC) }->(ACC
X/(ACC) }->(ACC
(ACC) - X 保)
(ACC) - X 保)
TEST (ACC) > }
TEST (ACC) > }
(ACC) - X * (ACC)
(ACC) - X * (ACC)
TEST (ACC) \# X
TEST (ACC) \# X
O}->
O}->
(ACC) - x P (ACC)
(ACC) - x P (ACC)
(ACC)*

```
(ACC)* 
```



```
145 ADA ADD AND ABSOLUTE
045 ADD ADD
055 AD_ ADD LOGIC
105 ADN ADD AND NEGATE
O02 ADX ADD TO INDEX
OOG AXT ADO TO INDEX AND TEST
015 CA_ CLEAR ADD LOGIC
005 CLA CLEAR ADD
035 CCL CLEAR ADD COMPLEMENT LOGIC
025 CLS CLEAR SUBTRACT
053 DIV DIVIDE
135 ECL EXTRACT COMPLEMENT LOGIC
115 EXL EXTRACT LDGIC
061 FGO IF GREATER THAN OPERAND
121 FGO IF -ESS THAN OPERAND
021 FOM IF DPERAND MINUS
001 FOP IF OPERAND PLUS
101 FSM IF SUM MINUS
141 FSN IF SUM NON-ZERJ
041 FSP IF SUM PLUS
161 FUD IF UNEQUAL OPERAND
031 ICZ IF COMPLEMENT ZERO
131 IEC IF EXTRACT COMPLEMENT ZERO
111 IEZ IF ミXTRACT ZERJ
011 IOZ IF DPERAND ZERD
051 ISN IF SUM NON-ZERD
171 IUC IF UNIDN COMPLEMENT, ZERD
071 IUD IF UNEQUAL OPERAND
151 IUZ IF UNION ZERO
032 LXM LOAD INDEX MINUS
012 LXP LOAD INDEX PLUS
077 MPY MULTIPLY
140 DAA OPERAND ADO AND ABSOLUTE
040 DAD DPERAND ADD
100 DAN OPERAND ADD AND NEGATE
```

```
\(|(A C C)+x| \rightarrow(A C C)\)
```

$|(A C C)+x| \rightarrow(A C C)$
$(A C C)+x \rightarrow(A C C)$
$(A C C)+x \rightarrow(A C C)$
$(A C C)+x \rightarrow(A C C)$
$(A C C)+x \rightarrow(A C C)$

- (ACC) - $x \rightarrow(A C C)$
- (ACC) - $x \rightarrow(A C C)$
(I) $+x \rightarrow$ (I)
(I) $+x \rightarrow$ (I)
$(1)+x \rightarrow(I)(t \in S t(I) \neq 0)$
$(1)+x \rightarrow(I)(t \in S t(I) \neq 0)$
$x \rightarrow(A C C)$
$x \rightarrow(A C C)$
$x \rightarrow(A C C)$
$x \rightarrow(A C C)$
$\rightarrow X \rightarrow(A C C)$
$\rightarrow X \rightarrow(A C C)$
- $x$. (ACC)
- $x$. (ACC)
( $A C C$ ) $/ x \rightarrow(A C C)$
( $A C C$ ) $/ x \rightarrow(A C C)$
( $A C C$ ) ^ $\rightarrow X$ ( $A C C$ )
( $A C C$ ) ^ $\rightarrow X$ ( $A C C$ )
( $A C C$ ) a $x \rightarrow(A C C)$
( $A C C$ ) a $x \rightarrow(A C C)$
TEST (ACC) ) $X$
TEST (ACC) ) $X$
$\boldsymbol{T} \equiv \mathrm{ST}(A C C)$ < $X$
$\boldsymbol{T} \equiv \mathrm{ST}(A C C)$ < $X$
rEST X < O
rEST X < O
TEST $x$ > 0
TEST $x$ > 0
TEST (ACC) + $x$ < 0
TEST (ACC) + $x$ < 0
$T \equiv S T$ (ACC) $+x \neq 0$
$T \equiv S T$ (ACC) $+x \neq 0$
TEST (ACC) + $x$ > 0
TEST (ACC) + $x$ > 0
$T \equiv S T$ (ACC) $\neq x$
$T \equiv S T$ (ACC) $\neq x$
TEST $\rightarrow X=0$
TEST $\rightarrow X=0$
$T \equiv S T$ (ACC) ^ $\boldsymbol{x}=0$
$T \equiv S T$ (ACC) ^ $\boldsymbol{x}=0$
TEST (ACC) ^ $X=0$
TEST (ACC) ^ $X=0$
TEST $\mathrm{x}=0$
TEST $\mathrm{x}=0$
rEST (ACC) + $\mathrm{X} \neq 0$
rEST (ACC) + $\mathrm{X} \neq 0$
$T \equiv S T$ (ACC) $\vee \rightarrow x=0$
$T \equiv S T$ (ACC) $\vee \rightarrow x=0$
TEST (ACC) $\neq x$
TEST (ACC) $\neq x$
rEST (ACC) v $x=0$
rEST (ACC) v $x=0$
$-x \rightarrow(I)$
$-x \rightarrow(I)$
$x \rightarrow(1)$
$x \rightarrow(1)$
(ACC) * $x \rightarrow(A C C)$
(ACC) * $x \rightarrow(A C C)$
$|(A C C)+X|+(O A)$
$|(A C C)+X|+(O A)$
$(A C C)+x \rightarrow(O A)$
$(A C C)+x \rightarrow(O A)$
- (ACC) - $x \rightarrow(O A)$

```
- (ACC) - \(x \rightarrow(O A)\)
```



```
X ( (OA)
-x * (DA)
|(ACC) - X| + (OA)
- (ACC) + X * (OA)
(ACC) - X (OA)
X/(ACC) * (ACC)
REPEAT
(NC) + X * (NC)
(ACC) & X, X + 1
(ACC) * 
(ACC) & 
(ACC) & X
O}->
|(ACC) - X| * (ACC)
(ACC) - X (ACC)
(ACC) - X (ACC)
- (ACC) + X + (ACC)
(1)-x*(1)
(1) - X ( (I) (TEST(I):0)
x->(NC)
(NC) t (X) : X + 1 * (NC)
(ACC)* }-x->(ACC
(ACC) v X + (ACC)
EXECUTE X AS CDMMAND
X (I) (TEST(I)#0)
-X (I) (TEST(I)\not=0)
```

APPENDIX C
SUDOS IN 'WHAT•

| ALF | ALPHANUMERIC INFDRMATION |
| :--- | :--- |
| CHK | CHECK |
| COM | COMMENT |
| CPY | CJPY |
| DEF | DEFINE |
| DMP | DUMP |
| ENT | ENTRY |
| FPC | FULL PRECISION CONSTANT |
| HPC | HALF PRECISIDN CONSTANT |
| LBL | LABE |
| LIN | LINE |
| LWD | LJGIC WORD |
| NAM | NAME |
| PAG | PAGE |
| PRT | PRINT |
| REL | RELEASE |
| WRD | WORD |



| DECIMAL |  | DCTA. |  | OCTAL |  |  | DECIMAL |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | 10 |  | 12 |  |  | 10 |  | 8 |
|  | 20 |  | 24 |  |  | 20 |  | 16 |
|  | 30 |  | 36 |  |  | 30 |  | 24 |
|  | 40 |  | 50 |  |  | 40 |  | 32 |
|  | 50 |  | 62 |  |  | 50 |  | 40 |
|  | 60 |  | 74 |  |  | 50 |  | 48 |
|  | 70 |  | 106 |  |  | 70 |  | 56 |
|  | 80 |  | 120 |  |  |  |  |  |
| 90 |  |  | 132 |  |  | 100 |  | 64 |
|  |  |  |  |  |  | 200 |  | 128 |
|  | 100 |  | 144 |  |  | 300 |  | 192 |
|  | 200 |  | 310 |  |  | 400 |  | 256 |
|  | 300 |  | 454 |  |  | 500 |  | 320 |
|  | 400 |  | 620 |  |  | 600 |  | 384 |
|  | 500 |  | 764 |  |  | 700 |  | 448 |
|  | 600 | 1 | 130 |  |  |  |  |  |
|  | 700 | 1 | 274 |  | 1 | 000 |  | 512 |
|  | 800 | 1 | 440 |  | 2 | 000 | 1 | 024 |
| 900 |  | 1 | 604 |  | 3 | 000 | 1 | 536 |
|  |  |  |  |  | 4 | 000 | 2 | 048 |
| 1 | 000 | 1 | 750 |  | 5 | 000 | 2 | 560 |
| 2 | 000 | 3 | 720 |  | 6 | 000 | 3 | 072 |
| 3 | 000 | 5 | 670 |  | 7 | 000 | 3 | 584 |
| 4 | 000 | 7 | 640 |  |  |  |  |  |
| 5 | 000 | 11 | 610 |  | 10 | 000 | 4 | 096 |
| 6 | 000 | 13 | 560 |  | 20 | 000 | 8 | 192 |
| 7 | 000 | 15 | 530 |  | 30 | 000 | 12 | 288 |
| 8 | 000 | 17 | 500 |  | 40 | 000 | 16 | 384 |
| 9 | 000 | 21 | 450 |  | 50 | 000 | 20 | 480 |
|  |  |  |  |  | 50 | 000 | 24 | 576 |
| 10 | 000 | 23 | 420 |  | 70 | 000 | 28 | 672 |
| 20 | 000 | 47 | 040 |  |  |  |  |  |
| 30 | 000 | 72 | 460 |  | 100 | 000 | 32 | 768 |
| 40 | 000 | 116 | 100 |  | 200 | 000 | 55 | 536 |
| 50 | 000 | 141 | 520 |  | 300 | 000 | 98 | 304 |
| 60 | 000 | 165 | 140 |  | 400 | 000 | 131 | 072 |
| 70 | 000 | 210 | 560 |  | 500 | 000 | 163 | 840 |
| 80 | 000 | 234 | 200 |  | 600 | 000 | 196 | 608 |
| 90 | 000 | 257 | 620 |  | 700 | 000 | 229 | 376 |
| 100 | 000 | 303 | 240 | 1 | 000 | 000 | 262 | 144 |

## APPENDIX E

SAMPLE What/algol procedure

50.

| TRA | M1 | ; no shift, exit. |  |
| :--- | :--- | :--- | :--- |
| XPT | 0 | $4, \mathrm{~J}$ | ; shift req'd, reset |
| CLA |  | I | ; character pointer |
| ADD | 0 | 1 | ; and word pointer |
| STI | I | ; then |  |
| TRA | MI | ; exit. |  |

LWD $\quad$ 24, $\$ 16, \$ 8$, \$0;
M1
exit from procedure
AL end of NEXTCHAR

